**Problem statement**

**Recommend a best book based on the author, publisher and ratings.**

**Ans:**

> library("recommenderlab")

> library(caTools)

**Books rating data**

> books1 <- read.csv(file.choose())

> books <- books1[-c(1,2)]

> View(books1)

> View(books)

**Metadata about the variable**

> str(books)

'data.frame': 5000 obs. of 4 variables:

$ Book.Title : Factor w/ 4839 levels "'48"," A Mountain Journal: A Mountain Journal;Alan Watts;1974;Vintage Books USA;http://images.amazon.com/images/P/039"| \_\_truncated\_\_,..: 748 746 957 1385 4002 3891 4691 2708 4568 4715 ...

$ Book.Author : Factor w/ 3213 levels " 1344);Georges Simenon;1977;Presses pocket;http://images.amazon.com/images/P/2266002635.01.THUMBZZZ.jpg;http://"| \_\_truncated\_\_,..: 2063 2549 476 1145 881 181 2607 2759 720 211 ...

$ Publisher : Factor w/ 1155 levels " Alvim;http://images.amazon.com/images/P/9723704552.01.THUMBZZZ.jpg;http://images.amazon.com/images/P/972370455"| \_\_truncated\_\_,..: 757 500 501 397 1104 847 189 145 855 934 ...

$ ratings...3.: int 0 5 0 3 6 0 8 6 7 10 ...

Rating distribution

> hist(books$rating)

![](data:image/png;base64,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)

**The data type should be realRatingMatrix inorder to build recommendation engine**

> books\_matrix <- as(books, 'realRatingMatrix')

> movie\_recomm\_model1 <- Recommender(books\_matrix, method="POPULAR")

**Predictions for two users**

> recommended\_items1 <- predict(movie\_recomm\_model1, books\_matrix[413:414], n=5)

> as(recommended\_items1, "list")

$`413`

[1] "1" "2" "3" "4" "5"

$`414`

[1] "1" "2" "3" "4" "5"

**Popularity model recommends the same movies for all users; we need to improve our model using Other Methods.**

1. **Collaborative Filtering**

> movie\_recomm\_model2 <- Recommender(books\_matrix, method="UBCF")

**Predictions for two users**

> recommended\_items2 <- predict(movie\_recomm\_model2, books\_matrix[413:414], n=5)

> as(recommended\_items2, "list")

$`413`

[1] "25" "26" "27" "28" "29"

$`414`

[1] "25" "26" "27" "28" "29"

1. **Matrix factorization with LIBMF**

> movie\_recomm\_model3 <- Recommender(books\_matrix, method="LIBMF")

**Predictions for two users**

> recommended\_items3 <- predict(movie\_recomm\_model3, books\_matrix[413:414], n=5)

iter tr\_rmse obj

0 2507.3806 3.1447e+010

1 2363.6649 2.7946e+010

2 2156.1229 2.3254e+010

3 1915.4870 1.8353e+010

4 1653.2911 1.3672e+010

5 1386.2079 9.6119e+009

6 1130.7615 6.3958e+009

7 899.9907 4.0517e+009

8 701.8138 2.4639e+009

9 538.9832 1.4533e+009

10 410.0751 8.4136e+008

11 310.9996 4.8402e+008

12 236.4947 2.7999e+008

13 181.2551 1.6457e+008

14 140.5882 9.9103e+007

15 110.6731 6.1507e+007

16 88.5663 3.9477e+007

17 72.0839 2.6234e+007

18 59.6456 1.8039e+007

19 50.1257 1.2812e+007

> as(recommended\_items3, "list")

$`413`

[1] "4601" "4188" "3240" "327" "1625"

$`414`

[1] "2463" "4445" "3527" "1912" "468"

1. **RANDOM recommendations**

> movie\_recomm\_model4 <- Recommender(books\_matrix, method="RANDOM")

**Predictions for two users**

> recommended\_items4 <- predict(movie\_recomm\_model4, books\_matrix[413:414], n=5)

> as(recommended\_items4, "list")

[[1]]

[1] "4302" "3646" "1620" "3212" "4963"

[[2]]

[1] "938" "4790" "4976" "4819" "2272"

1. **RERECOMMEND Method**

> movie\_recomm\_model5 <- Recommender(books\_matrix, method="RERECOMMEND")

**Predictions for two users**

> recommended\_items5 <- predict(movie\_recomm\_model5, books\_matrix[413:414], n=5)

Error in sample.int(x, size, replace, prob) :

incorrect number of probabilities

> as(recommended\_items5, "list")

[[1]]

[1] "4302" "3646" "1620" "3212" "4963"

[[2]]

[1] "938" "4790" "4976" "4819" "2272"